Sequential and Parallel Algorithms
for Mixed Packing and Covering

(from FOCS 2001)

Neal E. Young

UC Riverside



Marek is being punished.
He can eat only bacon, beans, and beets!

Can Marek get enough of what he needs
without getting too much of what he doesn’t?



Bacon

Beans

Beets

Nutrition Facts

Serving Size 4 pc

Servings per container 10
Amount Per Serving
Calories 110 Calories from Fat 80

% Daily Value

Total Fat 10g 30 %
Saturated Fat 9g 50 %
Cholesterol 3mg 10 %
Sodium 500mg 40 %
Total Carbohydrates Og 0%
Dietary Fiber Og 0%
Sugars Og
Protein 5g 30 %
Vitamin A 0% Vitamin B 7%
Vitamin C 2% Iron 16%

Nutrition Facts

Serving Size 1 cup

Servings per container 2

Amount Per Serving

Calories 200 Calories from Fat 16

% Daily Value

Total Fat 2g 5%
Saturated Fat Og 0%
Cholesterol Omg 0%
Sodium 0 mg 0%
Total Carbohydrates 6g 20%
Dietary Fiber 2g 15 %
Sugars Og
Protein 6g 35%
Vitamin A 40% Vitamin B 0%

Vitamin C 22% Iron 2%

Nutrition Facts

Serving Size 3 oz

Servings per container 5

Amount Per Serving

Calories 180 Calories from Fat O

% Daily Value

Total Fat Og 0%
Saturated Fat Og 0%
Cholesterol 3mg 15 %
Sodium 30mg 2%
Total Carbohydrates 8g 30%
Dietary Fiber 2g 15 %
Sugars 6g
Protein Og 0%

Vitamin A 40% Vitamin B 52%
Vitamin C 26% Iron 3%




unknowns

bacon, bean, beet 1 serving beans has 35%

of the RDA of protein

constraints _—

protein: 30 bacon + 35 bean > 100
vitamin A: 40 bean + 43 beet > 100
vitamin B: 7 bacon + 52 beet > 100
vitamin C: 2 bacon + 22 bean + 26 beet > 100

fat: 30 bacon + 5 bean < 100
sugar: 15 bean + 37 beet < 100
salt: 40 bacon + 2 beet < 100

cholesterol: 10 bacon + 10 bean + 15 beet < 100



g-approximate solutions:

protein:
vitamin A:
vitamin B:
vitamin C:
fat:
sugar:
salt:

cholesterol:
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(1-€)100
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(1+€) 100
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After one serving of beets
RDA vit C

) 1
beets
2% 43
RDA vit B

15%

RDA chol

RDA vit A

bacon

RDA prot.



Greedy approach: Get protein, avoid sugar ... ... eat bacon
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ming...) beans max(...)
0 .
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Get vitamin C, avoid salt ... ... eat beets
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Get protein, avoid sugar ... ... eat bacon
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Get vitamin C, avoid salt ...

Vitamin C low — @
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Get vitamin C, avoid sugar ...
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Get vitamin C, completely avoid sugar... ... eat bacon?
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Get vitamin C, completely avoid sugar and salt ... ... stuck!

vitamin C low — 0
2
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Making a greedy approach work

Balance all needs in each step.

Take small bites.



Balancing all needs...

Smooth approximations of Max() and Min()

Lmax(y19y29“-9ym) = lnzeyi

Lmin(y19y29°°-9ym) = _lnze_yi



— Lmax(x,-x)

1
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Imax < max +Inm
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Change in Lmax() when inputs change:

gradient estimate is e-approximate within e-neighborhood

+€

_ Lmax

true < (1+¢)g

—T

g = change estimated by gradient



Algorithm: use Lmin and Lmax instead of min and max.
Choose increments so Lmin increases by > (1-¢) times as much as Lmakx.

0
beets
-1.38 0 1.38
Lmin(...) beans Lmax(...)
initially
ln m

bacon




Choose increments so Lmin increases by > (1-¢) times as much as Lmakx.

Stop when Lmin > ln(m)/e (= 13.8)

to get e-approximate solution: \

30 bacon + 35 bean > 1n(m) /€
40 bean + 43 beet >

7 bacon + 52 beet >

2 bacon + 22 bean + 26 beet >

target

30 bacon + 5 bean < 1In(m) + [In(m)/€ + In(m)]/(1l-€) = (1+0(e))1In(m)/€
15 bean + 37 beet <
40 bacon + 2 beet <

10 bacon + 10 bean + 15 beet <




Use gradients to estimate increase in Lmin and Lmax.

Partial derivative of
lmin w.r.t. beets is 30.2

\
/
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Lmax
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bacon

Variable if est. increase in lmin > .9 est. increase in lmax



Beets are ok, what about beans?

beets

+24.20
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Beets and beans are okay to raise, but not bacon.

beets

-1.38

Lmin(...)

beans

1.38
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Raise beets. Now: by how much?
For gradient estimates to be e-accurate,

need inputs to lmin and lmax to change by < ¢

+30.28 +13.58

Lmin(...) Lmax

(...)

Estimate is e-accurate
if inputs to lmin change < ¢




Raise beets just enough so some constraint increases by €. (¢ =0.1)

Vitamin B up 0.1

beets

-1.33

min(...)

1.41

Up .05

max(...)

bacon

Up .03




Repeat.
Check variables... and raise ok one so some constraint increases by ¢
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-1.33 0 1.41
ming(...) beans max(...)
0
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Fifteen (1/520)-servings of beets later...

.029
beets
no
-0.69 0 1.87
ming(...) beans max(...)
Up .70 Up .49
0
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and thirty-four (1/400)-servings of beans...
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After 204 rounds:  (recall target = 13.8)

.155
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7.73 160 8.57

beans max(...)

min(...)
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Delete covering constraints as they are satisfied

.155

beets

7.76 160 8.57

beans max(...)
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125

bacon




335 total rounds until lmin > target:

15 beet
34 bean
5 bacon
17 beet
12 bean
15 bacon
17 beet
12 bean
15 bacon
16 beet
12 bean
15 bacon
16 beet
12 bean
14 bacon
15 beet
13 bean
15 bacon
18 beet
9 bean
18 bacon
8 beet
10 bean



At end, scale up by 100/target:




Algorithm

1.
2
3
4
5.
6
/
8

x = (0,0,...,0)

. target = In(m)/e

Until Imin > target do:
Let X = X + 0, where vector 0 satisfies:

O[j]=0 only if ok to raise variable x][j],
and some constraint increases by .

Delete any satisfied covering constraints.
Return X, appropriately scaled.




Correctness

Is there always a variable to raise?

Does the algorithm terminate?



Lemma: If the constraints can be satisfied,

there is always a variable to raise.
Suppose there is a feasible solution x*:

«— At most 100

At least 100

x*[1]
x[1]

x*[2]
x[2]

x*[3]
x[3]




Lemma: If the constraints can be satisfied,

there is always a variable to raise.

Take vector d = ¢ x*/100.

o[1]
x[1]

d[2]

0 x[2]

d[3]
x[3]




Lemma: If the constraints can be satisfied,

there is always a variable to raise.
Add d to current x. Lmin increases by as much as Imax.

Raise by ¢
«— or less
Raise by ¢
or more A x+8[1]
\ > x[1] 2
x+8[2]

+¢ +e

Lmin(...) Lmax(...)

x[2]

x+8[ 3]
x[3]

QED




Lemma: There are O(m log(m)/c”) increments

Each increment increases at least one constraint by .

+6[1]

x[1]

+9[2]

x| 2]

+9[3]

x[3]

Constraint < O(target) at end,

so at most O(target/¢)
increments per constraint.

target = O(log(m)/¢)



Summary

Solutions meet constraints within 1+O(¢) factor.

O(m Iog(m)/ez) linear-time increments.

Faster implementations possible.



